**HW#3 Decision Tree**

**2016112083 김연웅**

1. **Codes Explanation**

* **Class Node**
* class Node:
* def \_\_init\_\_(self, column, value, dataset):
* self.column= column
* self.value = value
* self.dataset = dataset
* self.depth = None
* self.left = None
* self.right = None
* self.isLeaf = False
* def leaf(self):
* """leaf(self) : leafify(mark this node as a leaf) this node"""
* self.isLeaf = True
* self.left = None
* self.right = None
* def print\_node(self):
* """
* print\_node(self): print the node information depends on two cases
* if this node is not a leaf node-> (XCOLUMN, VALUE). ex) (X1, 4.12346)
* if this node is a leaf node -> Labele that this tree has decided. ex) (0)
* """
* space = ""
* # case not a leaf node
* if not self.isLeaf:
* space += (self.depth - 1) \* "  "  # add spaces according to depth of this node
* print("%s(X%d, %f)" % (space, self.column + 1, self.value))
* # case leaf node
* else:
* space += (self.depth) \* "  " # add spaces according to depth of this node
* print("%s(%d)"% (space, self.count\_labels()))
* def count\_labels(self):
* """
* count\_labels : method for leaf node.  count numbers of labels in the given node`s dataset.
* returns a label value which appear the most in the given node`s dataset
* """
* temp =[]
* # put all labels of data
* for data in self.dataset:
* temp.append(data[-1])
* min = -1
* labels = list(set(temp))
* # for every labele appeared in this data
* for i in range(len(labels)):
* # count the appearance
* cnt = temp.count(labels[i])
* # save the most appeared label as a return value
* if cnt > min:
* min = cnt
* final\_label = labels[i]
* return final\_label

class Node represents a node in a tree. As the assignment specification says, its left branch represents a subset of DATA that meet “COLUMN < VALUE” and the right branch represents “COLUMN >= VALUE”.

It has 7 member variables and 3 methods which are explained below.

<members>

column: features of data to be splitted on

value: value of data of feature to be splited on

dataset: dataset which to be spliited and has been splited before

depth: depth of node in a tree

left : pointer to left node

right: pointer to right node

isLeaf: boolean value which represent that this node is wether a leaf or not.

True -> it is a leaf node, False -> not a leaf node

<methods>

leaf(self) : leafify(mark this node as a leaf) this node

print\_node(self): print the node information depends on two cases

if this node is not a leaf node-> (XCOLUMN, VALUE). ex) (X1, 4.12346)

if this node is a leaf node -> final result Label that this tree has decided so far. ex) (0)

count\_labels : method for leaf node. count numbers of labels in the given node`s dataset.

returns a label value which appear the most in the given node`s dataset

* **Function gini\_impurity**

def gini\_impurity(group\_A, group\_B):

    """

    Calculate the Gini impurity (a.k.a Gini index) of two groups of dataset.(left and right)

    """

    # variables initialization

    num\_A = len(group\_A)

    num\_B = len(group\_B)

    num\_total = num\_A + num\_B

    table\_A = []

    table\_B = []

    labels = []

    # save labels info into each group`s list

  for data in group\_A:

        labels.append(data[-1])

        table\_A.append(data[-1])

    for data in group\_B:

        labels.append(data[-1])

        table\_B.append(data[-1])

    # variable which contains all the labels appeared among two datasets

    labels = list(set(labels))

    if num\_A == 0:      # avoid devide by zero

        gini\_A = 0

    else:

        gini\_A = 1      # calculate gini index for group A

        for label in labels:

            term = (table\_A.count(label) / num\_A) \*\* 2

            gini\_A -= term

    if num\_B == 0:      # avoid devide by zero

        gini\_B = 0

    else:

        gini\_B = 1       # calculate gini index for group B

        for label in labels:

            term = (table\_B.count(label) / num\_B) \*\* 2

            gini\_B -= term

    # calculate final gini index between two groups and return

    gini = gini\_A \* (num\_A / num\_total) + gini\_B \* (num\_B / num\_total)

    return gini

This function calculates gini impurity of two data groups which were given as parameters. Group A consist of data which has smaller COLUMN VALUE and group B consists of data which has larger or equal to COLUMN VALUE when split performed in the given node. First, it figure out what kinds of class labels are in those two data groups, then it calculates gini values.

* **Function split**
* def split(dataset):
* # initialize variables
* node = Node(0,0,[])
* min\_gini = 100000;
* # for every featrues(columns) in the given dataset... (except label column)
* for feature in range(len(dataset[0]) - 1):
* # for every data in the given dataset...
* for data in dataset:
* group\_A = []
* group\_B = []
* # define a thresh for this iteraation which is a combination of COLUMN and VALUE
* thresh = data[feature]
* # split into two groups
* for i in range(len(dataset)):
* if dataset[i][feature] < thresh:
* group\_A.append(dataset[i])
* elif dataset[i][feature] >= thresh:
* group\_B.append(dataset[i])
* # calculate gini\_impurity of this divide
* cur\_gini = gini\_impurity(group\_A, group\_B)
* # if the gini\_impurity is lowest so far, save it and continue
* if cur\_gini < min\_gini:
* min\_gini = cur\_gini
* node.column = feature
* node.value = thresh
* node.dataset = [group\_A,group\_B]
* # if the gini impurity tie
* elif cur\_gini == min\_gini:
* # choose the COLUMN and the VALUE that lead to the most balanced split,
* # i.e., the absolute different between size(DATA) of the left child and size(DATA) of the right child should be minimized.
* # If tie again for the balance, just pass this iteration.
* cur\_diff = abs(len(group\_A) - len(group\_B))
* min\_diff = abs(len(node.dataset[0]) - len(node.dataset[1]))
* if cur\_diff < min\_diff:
* min\_gini = cur\_gini
* node.column = feature
* node.value = thresh
* node.dataset = [group\_A,group\_B]
* return node

This is a helper function of recursive\_split. It splits dataset into two groups by a combination of best feature and value. Returns a node which has spitted datasets into two groups ( group A and group B)

It is done by computing the combination of which yields purest two dataset split in terms of labels by using gini\_impurity function above. It uses brute force methods to find out best combination of COLUMN, VALUE. It loops every combination of columns and data value and this combination is used for split threshold. For each loop, it loops again for every data in dataset to figure out whether the data`s column value is smaller than current threshold or larger threshold. If current data`s column value is smaller, it goes to group A, and otherwise, group B. After splits has done, it calculates gini impurity by using gini\_impurity function above. If these two group`s gini\_impurity is the smallest value of all, the two groups and the combination of COLUMN, VALUE are saved for returning node`s dataset. In case for tie gini impurity, it chooses the COLUMN and the VALUE that lead to the most balanced split, (the absolute different between size(DATA) of the group A and size(DATA) of the group B ) If tie again for the balance, it goes on with original minimum combinations.

* **Function recursive\_split**
* def recursive\_split(node):
* group\_A = node.dataset[0]
* group\_B = node.dataset[1]
* #1. if either of each group consist of zero data, then make the next left and right nodes to be leaf with data it got so far.
* # if group A has no data
* if len(group\_A) == 0:
* left\_leaf =  Node(node.column, node.value, group\_B)
* left\_leaf.depth = node.depth  # for a leaf, no increase depth value
* left\_leaf.leaf()              # leafify left branch
* right\_leaf = Node(node.column, node.value, group\_B)
* right\_leaf.depth= node.depth     # for a leaf, no increase depth value
* right\_leaf.leaf()                # leafify right branch
* node.left = left\_leaf
* node.right = right\_leaf
* return;
* #1. if either of each group consist of zero data, then make the next left and right nodes to be leaf with data it got so far.
* # if group B has no data
* elif len(group\_B) == 0:
* left\_leaf =  Node(node.column, node.value, group\_A)
* left\_leaf.depth = node.depth    # for a leaf, no increase depth value
* left\_leaf.leaf()                 # leafify left branch
* right\_leaf = Node(node.column, node.value, group\_A)
* right\_leaf.depth= node.depth    # for a leaf, no increase depth value
* right\_leaf.leaf()               # leafify right branch
* node.left = left\_leaf
* node.right = right\_leaf
* return;
* # 2. if we reach  max depth , make next nodes to be leafs(groupA for left, group B for right)
* if node.depth >= max\_depth:
* # leafify left and right child
* left\_leaf =  Node(node.column, node.value, group\_A)
* left\_leaf.depth = node.depth
* left\_leaf.leaf()
* right\_leaf = Node(node.column, node.value, group\_B)
* right\_leaf.depth=node.depth
* right\_leaf.leaf()
* node.left = left\_leaf
* node.right= right\_leaf
* return;
* # 3. check if left group(group A) is big enough than min\_samples\_split.
* # 3-1) if it has smaller number of data, then make left child as a leaf
* if len(group\_A) <= min\_samples\_split:
* left\_leaf = Node(node.column, node.value, group\_A)
* left\_leaf.depth = node.depth
* left\_leaf.leaf()
* node.left= left\_leaf
* # 3-2) otherwise add left node by recursively.
* else:
* left\_node = split(group\_A)
* left\_node.depth = node.depth + 1 # add depth value because next left node is not a leaf
* node.left = left\_node
* recursive\_split(left\_node)      # recursively perform these sequences
* # 4. do the same thing with 3-1~3-2 for right group
* if len(group\_B) <= min\_samples\_split:
* right\_leaf = Node(node.column, node.value, group\_B)
* right\_leaf.depth = node.depth
* right\_leaf.leaf()
* node.right = right\_leaf
* else:
* right\_node = split(group\_B)
* right\_node.depth = node.depth + 1   # add depth value because next left node is not a leaf
* node.right = right\_node
* recursive\_split(right\_node)         # recursively perform these sequences

Recursively split nodes(grow trees) until it met some conditions. It has a Node as a parameter and perform several check to whether proceed splitting or not. If all the check steps are done, create a child node by using split function above and then recursively call the child node itself to further grow the tree.

The sequences of function are as follows:

1. if either of each group consist of zero data, then make the next left and right nodes to be leaf with data it got so far.

2. if current node reaches max depth , make next nodes to be leafs (group A for left, group B for right)

3. check if left group(group A) is big enough than min\_samples\_split.

3-1) if it has smaller number of data, then make left child as a leaf.

3-2) otherwise create(split) and add left node by recursively.

4. do the same thing with 3-1~3-2 for the right child.

Few more things for implementation. If next child node is a leaf node, the newly created leaf node`s depth value won`t increase. Only when creating new decision node, depth value will be increased.

* **Function my\_tree(dataset)**
* def my\_tree(dataset):
* # split the initial root node
* root = split(dataset)
* # set depth value for root node
* root.depth = 1
* # recursively build tree
* recursive\_split(root)
* return root

Build tree using methods explained above. It gets raw dataset as a parameter. It make first root node of a tree by using split method. Then it calls recursive\_split for growing tree. It returns root node, which is connected with every nodes of a created tree.

* **Function print\_tree**

def print\_tree(node):

    """

    print the trained tree in the depth-first manner. refer to the lecture slides.

    pre-order traverse

    """

    if node is not None:

        node.print\_node()

        print\_tree(node.left)

        print\_tree(node.right)

simple tree-printing method in the depth -first manner (pre-order tree traverse)

1. **Testing Result.**

I tested my decision tree codes according to the assignment`s requirement. In this section, I will attach screen captures of result tree printing, for each requiring configurations.

The test dataset is as followed.

[[2.2343124,1.123123,0],

[1.43523,1.54245,0],

[3.53467889,2.234987,0],

[3.1249876,2.09237512893,0],

[2.1238756,9.3253154,1],

[7.0981274,3.89074,1],

[1.129875,3.0987234,0],

[7.0897345,0.089745,1],

[6.0987214,3.0978214,1],

[6.1325,3.98763,1],

[1.35765,2.43663,0],

[2.345,3.3456,0],

[0.2345,1.4356,0],

[2.4356,5.67534,0],

[5.234,5.23465,1],

[4.12346,2.975,1],

[2.5467,4.72345,0],

[8.4612,1.6269,1],

[5.215690,2.5362,1],

[4.762,1.76567,1]]

Max\_depth and min\_samples\_split configurations are as followed.

* (max\_depth = 1, min\_samples\_split = 2)
* (max\_depth = 2, min\_samples\_split = 2)
* (max\_depth = 2, min\_samples\_split = 10)
* (max\_depth = 3, min\_samples\_split = 2)

Testing Codes

# datasets

dataset = [ [2.2343124,1.123123,0],

            [1.43523,1.54245,0],

            [3.53467889,2.234987,0],

            [3.1249876,2.09237512893,0],

            [2.1238756,9.3253154,1],

            [7.0981274,3.89074,1],

            [1.129875,3.0987234,0],

            [7.0897345,0.089745,1],

            [6.0987214,3.0978214,1],

            [6.1325,3.98763,1],

            [1.35765,2.43663,0],

            [2.345,3.3456,0],

            [0.2345,1.4356,0],

            [2.4356,5.67534,0],

            [5.234,5.23465,1],

            [4.12346,2.975,1],

            [2.5467,4.72345,0],

            [8.4612,1.6269,1],

            [5.215690,2.5362,1],

            [4.762,1.76567,1]

          ]

# configure parameters

max\_depth = 1

min\_samples\_split = 2

# codes for building tree and print!

tree = my\_tree(dataset)

print("Decision Tree")

print("max\_depth : %d" % (max\_depth))

print("min\_samples\_split: %d" % (min\_samples\_split))

print()

print\_tree(tree)

For following screen capture`s result, I used above same test codes, only changing values of max\_depth and min\_samples\_splits variables.

* (max\_depth = 1, min\_samples\_split = 2)

![](data:image/png;base64,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)

* (max\_depth = 2, min\_samples\_split = 2)
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* (max\_depth = 2, min\_samples\_split = 10)
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* (max\_depth = 3, min\_samples\_split = 2)
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